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Robotics for Soft Eng

$$
\ldots
$$

Motion Planning


Motion Problem

- Given
- World Space W Obstace Regions O
Robot State
Starting and Ending Configurations 95, q8
- Find a path that modifies R so that

WThout hiting any obstade
[other constraints]


Motion Planning Families
Motion Planning Families

- Reactive
- Model-based

$$
\begin{aligned}
& \text { Work under different } \\
& \text { assumptions about sensor } \\
& \text { types and world models } \\
& \text { available }
\end{aligned}
$$

- Reactive Online Fast, non-optimal


Bug Algorithm 1

head rowars goal




Bug Algorithm 1++
Repect until Robot-pose
Hedid towards ocol
Goal

Nacie derected then
Navige next tow wompletely
Identify cosest bound day


Distance $\mathbf{T}$ traveled by Bug-1 (based on D distance between qs and qg)

- Lower bound:

Bug Algorithm 1++
Repeat until Robot-pose $=$ Goal
Hend towerds goal
If obstacle decectec



Distance T traveled by Bug-1 (based on D distance between qs and qg )

- Lower bound: $T>=0$



Repeat until Robot-pose $=$ Goal
Head towords
ocol
Head towerds gocel
If obstaced tetected then
perect
If obstrace detected then
Navigate next to well (tot the left)
Unatil cocil Line crossed of Leove peint tle

Path Planning Simplified: Bug Algorithm 2 Exercise


Repeat until Robot-pose $=$ Goal Head towerds ogol
If obstacce e efected then
Repeat


Bug Algorithm 2
Repeat until Robot-pose $=$ Goal
Head towerds goal
If obstace detected then
Head towerrs goal
If obstacled detected then
Repeat
Noverigate next to wall (to the leff)
ser to gaal on the same side than before
istance T traveled by Bug-2 (based on D distance between qs and qg )

- Uperer Bound:

Bug Algorithm 2

Head towards spal
If $f$ obstace edected then

| If obstace detected then |
| :--- |
| Repeat |
| $\substack{\text { and }}$ |

$\mathrm{N}_{\text {Repeat }}^{\text {Navigate next to wall (to the leffi) }}$


Distance T traveled by Bug-2 (based on D distance between qs and qg )

- Lower bound: $T>=D$
- Upper Bound: $T<=D+0.5 \sum$ (Perimeters of obstacles intersected by goal line *
number of times lines intersects each obstacle)


## Bug Algorithm 2 Exercise

```
Repeat until Robot-pose= =Gool
    M
        MRpeat Navigaten next to wol (to the left)
        qs 0. [15m
```

Bug Algorithm 2 Exercise
Repeat until Robot-pose $=$ Goal
Hend twondst
Hend tonorst sool
If obstacel detected ther
Hend towerd gopel
If obstace defected then
Repeat
Naid te ent to wal (to the left)


Relaxing Bug Algorithm assumptions
$\square$ $\rho^{9 \mathrm{~g}}$ $\mathrm{q}_{\mathrm{q}}^{\mathrm{o}}$
Can sensese sis socation p pecescosely


Motion Problem

- Reactive

Bug
Dynamic windows

- Model-based


Dynamic Windows




Dynamic Windows



## Dynamic Windows




Dynamic Windows

- Velocity planner (clearance, heading, velocity)
- Considers Robot's Dynamics for valid velocities


## Motion Planning Families

- Reactive
- Model-based


## Path Planning with Models

- Reactive
- Model-based

Predictive model of robot actions in known world
Build simplified representation
Search for solution in world representation

Path Planning: Visibility Methods


Path Planning: Visibility Methods

- Assumption: known polygonal obstacles
- Assumption: known poivgonal obstacies
- Graph search!

Path Planning: Visibility Methods



Path Planning with Models

- Reactive
- Model-based
- Visibility


Path Planning: Grid Methods


- Discretization of space
- occupanoy checker - probability


Path Planning: Grid Methods with Refinement


- Discretization of space
- Dependent on cell dimensions
- Occupancy checker
- Graph search algorithm on free cells


Path Planning with Models

- Reactive
- Model-based

Visibility
Grid
Probabilistic



- Random sample of points in space
- Drop samples over obstacles
- Connect samples to $k$-nearest neighbors
- Sample more points until as and qg are connected


Take Away

- Families of approaches to navigate world Reactive
- Local area and fast response

Model-based

- Big picture and long paths
- Build and searching graphs

